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## Introduction

The Hornet Engine is not really an engine. It is a thin wrapper to the Simple Direct Media Layer, or SDL. (It currently uses SDL2, but I will probably update to SDL3 at some point.) It is used as a teaching tool for students who are learning C++ and want to program games. It therefore has a few oddities as discussed below.

The point is that I want the students to learn C++ but also make games. To make a game, the obvious thing to do is use a game engine. The problem with most engines is that they are too good. The students won’t be really learning C++. Instead, they will be learning the engine function calls, which won’t help them as much when using other engines. SDL is a great solution. It allows the programmer to draw in 2D, get input and play sounds, while still having to write basic code. My students are just starting out, so I need an easier interface to avoid me having to explain everything to them at once.

The Hornet Engine has some strange features. There are three reasons:

1. It’s a teaching tool. The start of the course, my students don’t know C++ but I want to teach them games programming as well as OO architecture. They want to get into programming a game as quickly as possible, so I can make them wait forever while I teach them a lot of theory. The theory comes during the course, not all at the start. For most of the time they don’t know about callbacks, or pointers and are a bit vague on how two classes can interact. Some of them are Java programmers and are a bit vague about references because it all happens by magic in Java. Some of them are Python programmers and are a bit vague about data types, because it all happens by magic in Python. An example of this is all those singletons. They need to access the features easily from the first week. I want them to take an OO approach but they have no idea how to inject dependencies. So I use singletons to begin with and talk about coupling near the end.
2. I’m in a hurry. I don’t get much time to program in my job. For this course, I have 48 hours of preparation time. That seems like a lot of time to write this package. However, during that time I have to write lecture slides, write seminar instructions, respond to student questions, write assessments and write paperwork to explain why I am wasting my time on teaching and programming when I should be writing more paperwork. The time I get left for developing is – well, none at all really. I wrote it over a weekend as a displacement activity from marking student work. A good example is my menu system. It’s hacky because it’s a placeholder I have not had time to fix yet.
3. I’m not that good. I have been teaching C++ for over 20 years, but I get surprisingly little time to develop my own skills. Coding requires a lot of practice. I have picked up a few things over the years, but programming is something I do in my hobby time, not as a profession. If you can see something that needs improving, great, help me out. Send me better code. Just don’t forget that sometimes I do things in an odd way for reason (1) above.

## Compiling the Hornet Engine

### Easy mode

If you are working with Visual Studio 2019 or 2022 on Windows, then you might get lucky. Create an empty folder to put your work in. Download the file “HornetEngineForVisualStudio.zip” and extract it to that folder. Double-click on the file called Hornet.vcxproj. This will open Visual Studio. You should be able to build and run the program. If you are lucky. The menus will work, but the game itself it just a blank screen, because you have not written your amazing game yet. Press escape to get out of it.

Sometimes Visual Studio might want to upgrade the program to a new project or a new version of C++. Go for it. It will be fine, I’m sure.

### Veteran mode

If that didn’t work, or you want to do things yourself, then this read this section. I’m still assuming you are working on Windows with Visual Studio.

Use Visual Studio to create an empty C++ project. If you give it a name like “Thing” you will probably have a folder called “Thing” and another folder inside it, also called “Thing”. Inside that folder will be a file with a .sln extension. Perhaps “thing.sln”. That is where you want to extract the contents of the HornetEngineForVisualStudio.zip file. Don’t copy the .proj file. Everything else, though.

You now need to do several things with Visual Studio:

1. At the top of the screen in Visual Studio, set the configuration to "Debug" and "x64".
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1. Choose Project … Add Existing Item… This will bring up a file dialog, where you can choose all of the .cpp files and .h files and add them to the project. You can do them one at a time, or all at once. **IMPORTANT!!** The file dialog will be looking in the correct folder for your files. If your files are not in that folder, then **DO NOT**, I repeat **DO NOT** use the file dialog to find them in a different folder. Instead use Windows File Explorer to move the files into that folder. I really mean this. Visual Studio will be a pain if the files are not where it wants them. Maybe not today. Not tomorrow. But one day it will ruin your work out of spite.
2. Choose Project … Properties and select the VC++ Directories section. At the top, set the “Configuration” drop down to “All Configurations”. This prevents you from having to do this all over again when you change to a Release configuration. Edit the “Include Directories” line to insert $(ProjectDir)include; at the front. Note there is no space. There is a semi-colon. There is no backslash. The rest of the line may be different to my screenshot below. Don’t worry about it.

For the Library Directories, add $(ProjectDir)lib\x64;

These two lines tell visual studio where to find the header files for SDL and where to find the libraries for SDL. A later section of this guide will explain this.
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This tells Visual Studio to use the Program folder when the program runs. Files and things that the program uses or creates will be in that folder. If you don’t set this, the default behaviour is to use the same folder as all your source code, which is a pain. It means your file assets and your source code get all confused.

1. In Linker …Subsystem, check that the “SubSystem” is set to “Console”. Actually, it won’t matter much whether you use Windows or Console. SDL2 adapts to either automatically. But I have tested this mainly on Console.

### Hard mode

In this case, you are not working with Visual Studio. Maybe you were conned into believing that Apple products are better because they cost more. Or that Linux is the right thing to use if you have a beard.

You will need to set up your own IDE:

* You will need to download the libraries and header files suitable for your system. You need to download the files for:
  + SDL2
  + SDL-Mixer
  + SDL-Image
  + SDL\_TTF

A quick google search will find these. Unpack the files. You will need to put the header files in a suitable folder and tell your compiler to use them. You will need to put the .lib files in a suitable folder and tell your linker to use them. You will need to put your .dll files in the working directory.

* The working directory for your program will need folders from my zip file: assets, docs and fonts.
* You shouldn’t need to change the code too much, as Hornet does not use Windows-specific code. However, I have used #pragma once in my header files. If your IDE does not like that, you can replace it with the usual #ifndef, #define and #endif structure. I have also use #pragma comment(lib, "SDL2\_mixer") in various places to link to libraries. You may need to delete these lines and handle this through the IDE instead.

## A guide to the folders

Your directory structure will look a bit like this, but don’t worry if you don’t have “Release” folders yet.

![A screenshot of a computer

Description automatically generated with medium confidence](data:image/png;base64,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)

Let’s go through them:

**Hornet** – This will be the name of your game. It will contain a solution file (.sln). This is used by Visual Studio to manage various settings. Ignore it. It will contain a project file (.vcxproj). Again this manages various settings and you can ignore it. There may be other files created by visual studio. The important files are the .h files and .cpp files. These are my code files for the engine, and you will add more code files. You can change any of these files – yours or mine.

.**vs** – You may not be able to see this folder. Ignore it. It a Visual Studio thing.

**Debug** – This is used by Visual Studio to compile the code. You can delete it if you want. Visual Studio will just build it again.

**Include** – This is where I put the header files for SDL2 and related packages. The program uses them to compile. You shouldn’t edit these unless you really know what you are doing.

**Lib** – These are the “libraries” for SDL2 and related packages. A library is like a .cpp files that has already been compiled for you. Visual Studio will need these files when it links after compiling. There is a subfolder for x86 and x64, depending on what you are using. It is very unlikely that you will need the x86 folders unless you have a very old computer.

**Program** – This is the “Working Directory”. When the program runs through Visual Studio, it will imagine that the program is located here (even though you won’t actually see the .exe). It contains some .dll files which the program needs to run. A .dll file is a bit like a library – ready-compiled functions, but instead of needing it when the program links, the program needs it when it actually runs. Your program may also create an error log in this folder. If you want to run your program without using Visual Studio, you will need to copy the .exe into this folder and double-click it.

**Assets** – Put your images and sound effects here. There are a couple that my program already uses for menu sounds. Feel free to replace them with better ones and use the same names (or change the code.)

**Docs** – This contains various documents and licences for the packages. An important file is credits.txt. Do not rename this. You can edit the file to add your own credits and they will be displayed by the game program. Yes, I know it is a pain in the arse[[1]](#footnote-1) to have to check the license for assets and make a note of them. If you ever release your game, even for fun, you really should do this. It is annoying to have some great assets that you want to keep but can’t remember where you got them from and don’t want to get sued.

**Fonts** – There are some fonts in here that the engine is already configured to use. You can add your own fonts

**x64** – Will have some subfolders, possible Debug and Release. These will contain various files ending in .obj, .pdb and so on. These are partial compilation files and files used by intellisense. They are often large and can be deleted. Visual Studio can easily rebuild them if it needs them. An important file is the .exe. This is your actual program. If you want to share your program or run it without Visual Studio, you will need to move this into the Program folder. Give the folder to someone and they can run your program.

## Where to program

You should start in the file game.cpp. This is a class that has five functions, which will start mostly empty:

StartOfProgram(). Use this for any code that is needed when the program first runs. This may well be empty.

StartOfGame(). Use this for any code that is needed when the game starts. You will use this to create objects and load assets.

Update(double frametime). This is the main game loop. It will run many times a second. The variable “frametime” is how long (in seconds) since the last time the function ran. You can use this to manage your game physics. Note that in a Windows environment, the game may run much faster than the refresh rate of the monitor. Possibly 2000 frames a second. There are ways to limit this.

EndOfGame(). Use this to delete anything at the end of the game. Typically you use this for delete instructions on anything that used new in StartOfGame().

EndOfProgram( ). Use this to clear up anything that you need to get rid of when the program closes. It may well be empty.

## How to do stuff

### Result

This enum is for defensive programming and debugging. Many of my functions return a “Result”. There are two possible values: Result::SUCCESS and Result::FAILURE. You can use this to check is something worked, and do something about it. You are welcome to use this for your own code if you want, but don’t have to.

### ErrorLogger

The error logger allows you to log error messages if something goes wrong. My own code already does a lot of this. The error messages are helpful and insightful. They may appear in different places, depending on your system. With Visual Studio they may appear in a console window or in the VS Output window or both. They will also be written to a file called error.log in the working directory. The log will stop after 100 lines of messages (because an error every frame can cause 2000 messages every second!) You can change this in the code if you want. Note that the logger will only write messages if you are compiling to “Debug” mode. In “Release” mode nothing will happen.

To write a message:

ErrorLogger::Write("Something has gone wrong.");

There is a version of Write for doubles, but it is usually easier just convert to a string like this:

double huge = 170.0;

ErrorLogger::Write("My IQ is "+std::to\_string(huge));

### Vector2D and Shapes

Vector2D is a geometrical vector. There are functions for finding angles, magnitudes, etc. You can add, subtract, multiply, divide, find a dot product and produce a unit vector. Note that angles are in degrees (0 to 360) and are considered to be clockwise from “north”.

There are five shapes, used mainly for collision detection.

Point2D – This is a simple point in space. Effectively the same thing as a position vector.

Segment2D – A line with a starting point and an end point.

Circle2D – A circle with a centre and a radius.

Rectangle2D – A rectangle aligned to a horizontal/vertical grid.

AngledRectangle – A rectangle tilted to an angle

Functions exist to check if two shapes intersect, to find the point of intersection and to find the normal to a surface on intersection. Each shape has various ways to set position and size. See the header file documentation.

### HtGraphics

#### Screen dimensions

The engine will use the native screen resolution when it runs. For example, if your monitor is set to 1920 x 1080, this is what the game will use. However, for most purposes, you will be using the in-game coordinates. These will be the same for all screen resolutions. This means you can create a game that will look the same on all monitors.

The in-game coordinates use the X-value for the horizontal axis and the Y-value for the vertical axis. The centre of the screen is coordinate (0,0).
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There are functions in HtCamera that can tell you the left and right values of the screen, such as HtCamera::GetRightOfScreen().

Note that using this system, positive values of Y are upwards. This is natural to someone used to using a cartesian graph but may be unexpected to someone used to screen coordinates where the Y-axis it usually inverted.

You can use HtCamera to zoom and pan the camera. This will change the values of the edges, and the centre of the screen may no longer be (0,0). See the HtCamera class for details.

#### Loading images

For most games, you will want to load bitmaps for objects in your game. The engine can load .bmp, .png and .jpg files. It may support other types – try it and see. I recommend avoiding .jpg, since the lossy compression can give undesirable effects with scaling. .png files support transparency which the engine will make use of. By default, any part of the image that is pure black is also considered to be transparent. You can change this with the function HtGraphics::SetTransparentColour().

It is suggested that you put images in the folder called “Assets”.

You can load a file using the function HtGraphics::LoadPicture(). This will return a “PictureIndex”. The PictureIndex is really just an integer, and you will use this later to tell the engine which picture you want to draw. For example:

shipPicture = HtGraphics::instance.LoadPicture(“assets\\ship.bmp”);

or

alienPicture = HtGraphics::instance.LoadPicture(ASSETS+”alien.bmp”);

If you load the same image a second time, the engine will not re-load the image. Instead, it will simply return the Pictur*e*Index of the previously loaded image. This avoids you using a lot of memory for duplicate images by accident. Still, this will still slow the program down a bit. It is best to load all your images at the start of the game if possible, rather than during gameplay.

You do not need to unload images. They will be unloaded when the program exits. In rare circumstances, you may want to manually unload pictures. For example, you may have a program with a large number of large images, and are concerned you will run out of memory. There are two functions for this: HtGraphics::UnloadPicture() and HtGraphics::UnloadAllPictures().

#### Drawing images

You can draw any image by providing the PictureIndex. The function is HtGraphics::DrawAt(). There are various parameters, some of which have default values. The parameters are:

centre – This is a Vector2D that specifies the centre of the image on the screen, using the current settings of the camera.

picture – This is the PictureIndex of the image you want to draw.

scale – This allows to adjust the size of the image. The default value is 1.0. Note that the settings of the camera will also scale the image in addition to this setting.

angle – This allows you to rotate the image. The value is an angle in degrees (not radians) and clockwise is positive. The default value is 0.

transparency – This allows you to make the entire image transparent. A value of 0.5 will be 50% transparent. A value of 1.0 will be invisible. The default value is 0.

Some examples:

HtGraphics::instance.DrawAt( Vector2D(50,50), shipPicture );

This draws the ship picture at coordinates (50,50).

HtGraphics::instance.DrawAt( position, shipPicture, 2.0 );

This draws the ship picture at coordinates in the Vector2D variable “position”. The picture will be double size.

HtGraphics::instance.DrawAt( alienPos, alienPicture, 0.8, 45, 0.5 );

This draws the alien picture at coordinates in the Vector2D variable “alienPos”. The picture is at 80% scale, tilted 45° to the right and 50% transparent.

#### Drawing fundamental shapes

The engine can also draw fundamental shapes – lines, circles, rectangles and pixels. In each case, you will need to specify a colour. The Colour struct allows you to create a colour by specifying ARGB values, with the A value indicating transparency. Each of the values should be from 0 to 255. For example:

purple = Colour(255, 255, 0, 255);

There are various standard colours already create in the engine, for example:

HtGraphics::LIGHTRED;

To draw a rectangle, create a Rectangle2D object in the correct position and run the function **FillRect().** You will need to specify the colour. For example:

Rectangle2D r( Vector2D(400, 500), Vector2D(700, 600);

HtGraphics::instance.FillRect( r, HtGraphics::DARKBLUE );

There are two versions of the function HtGraphics::FillCircle(). One uses a Circle2D object. The other allows you to specify the centre of the circle and the radius instead. In many cases, the game performance may be better if you load a bitmap using LoadPicture() and draw it using DrawAt(). However, FillCircle() does allow you to set the colour programmatically.

To draw a line, you need to specify the start and end. There are two versions of HtGraphics::**DrawSegment().** On allows you to provide a Segment2D and the other allows to provide a Vector2D for the start and a Vector2D for the end.

There are two functions for drawing individual pixels. HtGraphics::DrawPoint( ) and HtGraphics::DrawPointList( ). The first draws a single pixel. The second draws pixels using an array of coordinates, all the same colour. These can be used for some special effects.

#### Transparency

There are three ways to handle transparency in the Hornet Engine. The easiest way is to load an image from a PNG file that has transparency. (Presumably this will also handle semi-transparent areas. No idea. Never tested it. Let me know.)

The second method is to use “colour keying” for transparency. By default, the engine treats any pixel that is pure black as “transparent” when the image loads. This means that if you have an image with a black area around it, you won’t see a black box around the image on screen. A downside is that any part of the image that is *supposed* to be black will be treated as transparent, too. The easy solution is to make those parts nearly black. You can change the colour key to something else (like green) using SetTransparentColour(). You must do this before loading the image, and it is usually best to turn the colour key back to BLACK after loading, or it will make text look weird.

Finally, you can make a whole image transparent at runtime. This is great for making things fade in or out. The final parameter of the DrawAt( ) function is transparency. 0 is not transparent, 1.0 is completely invisible. Use numbers in between for gradual degrees of transparency.

#### Writing text

To write text to the screen, you will need to specify a font. There are five font already loaded. See the credits file for the appropriate licenses. You can load more fonts using the HtGraphics::LoadFont( ) function, but be sensitive to intellectual property rights. When you use the LoadFont( ) function, you will need to specify the “point size” of the font. If you want different sizes, you can load the font multiple times. It is usually easiest the just load a large point size and scale the text when you draw it. When you load a font the function will return a “FontIndex” which you can use to specify the font you want. For the five fonts already loaded, you can just use the numbers 0,1,2,3,4.

The easiest way to draw text is to use the functions **HtGraphics::WriteTextCentred()** and **HtGraphics::WriteTextAligned().** The difference between the two is that “Centered” means that you will provide the coordinates for the centre of the text on the screen. This might be useful for situations where you want to add a label to an in-game object. “Aligned” means that you provide the coordinates of the top left corner of the text. This is more useful for GUI elements, such as a HUD. There are actually two versions of WriteTextAligned() – one uses a Vector2D, the other uses 2D coordinates.

There are also variants for writing integers and floating point numbers: **HtGraphics::WriteIntCentred()** and **HtGraphics::WriteFloatCentred().** Plus “Aligned” versions.

For all of these, there are parameters for the coordinates, the text (or the number) and the font to use. You should provide a FontIndex, or a simple integer. There are optional parameters for the scale and the angle (the angle is only for “Centered” versions.)

Some examples:

HtGraphics::WriteTextCentred( position, “Danger”, HtGraphics::RED, hazardFont, 0, 0.8);

HtGraphics::WriteIntAligned( 800, 950, score, HtGraphics::LIGHTBLUE, 2, 0.5 );

(In this last example, I am using “2” for the font. This will use the third pre-loaded font.)

These functions are (relatively) slow. Each time, the engine needs to create a new textures, draw it and delete it. If the text or the number changes frequently, this is unavoidable. However, for text that will not change during the game, there is an alternative method.

The second method is to create a picture using the text, font and colour at the start of the game. This can then be drawn as a normal picture using the PictureIndex. The function for this is HtGraphics::CreatePictureFromText(). Provide the text, the font and the colour. The function will return a PictureIndex. You can draw this as normal using HtGraphics::DrawAt(). There are no functions to create a picture from integers or floats, but it is easy to convert to strings using standard C++ functions.

CAUTION CAUTION CAUTION. There is a “gotcha” here. If you create a picture from the same text again, this will create a new picture. The engine will not realise that a suitable picture already exists. It is possible to make a mistake and create thousands of copies of the same picture, wasting system resources. To avoid this, only create a picture from text at the start of the game, not during gameplay.

A third method for handling text is to create a bitmap using an image editing tool. This allows you to create funky and exciting text. With a bit of work, you can create your own text engine, using a bitmap with all the letters of the alphabet. Ask your instructor for guidance.

#### Presenting

When you draw a scene, you are actually drawing to a "back buffer", not the screen itself. At the end of each frame, you need to "present" this back buffer, so that it appears on the screen. At the same time, you get a new back buffer to draw on. (In fact the new back buffer might actually be what used to be the screen – the system just swaps between the two. Although for complicated reasons, there may be more than two – double- or triple-buffering.) Presenting the back buffer is sometimes called "flipping", perhaps because it is like flipping the pages of a flip picture book. At the end of Game::Update(), you should have a call to HtGraphics::Present(). You may sometimes want to call this elsewhere, for things like menus, but mostly you can just leave that line of code at the end of Update( ) and ignore it.

#### Setting background colour or texture

By default, the background colour is black. When a new back buffer is created, it is filled with this colour. You can change the background colour using HtGraphics::SetBackgroundColour( ). Note that the background colour is not the same thing as the colour key for transparency, even though they are both black by default. To change the transparency colour, see the section on transparency.

It is also possible to use a texture or image as a background. Load the picture as normal using HtGraphics::LoadPicture( ) and send the PictureIndex to HtGraphics::SetBackgroundTexture( ). The background image will be stretched to fill the screen. If you want something else, like tiling, you can either ask your instructor or modify the HtGraphics::Present() function.

#### Getting information

If you need to know the resolution of the screen, you can use the functions HtGraphics::GetWindowHeight() and HtGraphics::GetWindowWidth(). These give you the size of the window in pixels. What you are more likely to need is the width and height in in-game units. There are functions for this in the HtCamera class.

#### Releasing images

Images are released when the program exits. You don't normally need to release images at other times, but if you are doing something complicated:

To release an individual picture: use HtGraphics::ReleasePicture().

To release all picture: use HtGraphics::ReleaseAllPictures().

It is also possible to release all fonts, but you are not likely to need that.

### HtCamera

The HtCamera class allows you to pan the view around a game world, and also zoom in and out. At the start of the game, the camera is placed to that the coordinates (0,0) are at the centre, and the screen has a vertical height of 2000 game units. (From -1000 to +1000).

Note: Normally, the camera area and the screen area are the same thing. If an object is on-camera, it is also on-screen. However, there is a function to switch the camera "off". You can still "move" the camera around, but this will have no effect on the screen. Also, objects that are on-camera might not be visible on the screen, in this situation.

#### Moving the camera

You can move the camera to another location using the function HtCamera::PlaceAt( ). The function accepts a Vector2D. The new camera position will set the centre of the screen to the position described by that vector. For example:

HtCamera::instance.PlaceAt( Vector2D( 200, 500) );

Will place the camera so that the centre of the screen is now (200, 500)

HtCamera::instance.PlaceAt( jellyFishPosition );

Will centre the camera on the jellyfish.

HtCamera::Reset( ) will return the camera to the default position (and zoom).

#### Zooming

To zoom in and out, use HtGraphics::SetZoom(). The default zoom is 1.0. If you use larger numbers, objects on the screen will get larger. I don't know what will happen if you use negative numbers. Probably nothing good.

HtCamera::Reset( ) will return the camera to the default zoom (and position). Or you can just use SetZoom(1.0).

#### Getting information

It is often useful to know the limits of the screen in in-game units. There are four functions to tell you the limits of the camera area at top, bottom, left and right:

HtCamera::GetTopOfCameraArea()

HtCamera::GetBottomOfCameraArea()

HtCamera::GetLeftOfCameraArea()

HtCamera::GetRightOfCameraArea()

The function HtCamera::GetCameraArea( ) returns the same information as a single Rectangle2D. Testing for collision with this will tell you whether and object is on-camera.

You can check if a position vector is on-camera, using HtCamera::IsOnCamera( )

Note that all of these functions are working on the camera's area. If you have set UseCamera(false), this will not be the same as the screen area.

There are functions to request the current camera position and zoom: HtCamera::GetZoom() and HtCamera::GetCameraCentre().

There are functions that can transform coordinates and shapes from native screen coordinates to world coordinates and vice versa. You will probably not need these, but the function NativeTransform() converts from game-world shapes to native screen shapes. The function GameTramsform( ) does the opposite.

#### HUD elements and the camera

When drawing HUD data such as the score and pointers, you often don't want these objects to move around when the camera does. You can temporarily disable the camera using HtCamera::UseCamera(false) and re-enable it after drawing with HtCamera::UseCamera(true) . This is different to using Reset( ), as the settings are not lost, and camera functions still assume the camera is in it's previous position.

### HtAudio

HtAudio can play music and sound effects. Music is handled slightly differently to sound effects. You can load, play and stop music, but there is only ever one music file currently loaded. If you want to return to an earlier music track, you will need to load it again.

Sound effects work by loading a list of sound effects, which remain loaded in memory until they are cleared – either all at once or individually. Each sound effect is identified by a "SoundIndex", which is really just a number.

It is perfectly possible to load a music file as a sound effect, or even a short sound effect as a music file. They are just treated differently by the class because they are used in different ways.

The system can play up to eight sound effects simultaneously. (This may differ on some platforms, and may change with improvements to SDL.) Only one music file can play at a time.

HtAudio is a singleton and functions can be accessed using HtAudio::instance. For example:

int channel = HtAudio::instance. Play(explosionSI);

#### Loading and playing sounds

You can load a sound effect using SoundIndex LoadSound(std::string filename); The file can be a .wav or .mp3 file and will normally be placed in the assets folder. The function returns a SoundIndex, which should be stored in a variable as it will be needed later when you want to play the sound. For example:

SoundIndex explosionSI = HtAudio::instance.LoadSound(ASSETS+"bang.wav");

Here I am using a constant which stores the folder name of the assets folder, but you can just do it manually if you want: LoadSound("assets\bang.wav");

If you load the same file a second time, HtAudio will simply return the SoundIndex of the sound effect that was previously loaded. This means you are safe to "load" the same sound effect as many times as you want without wasting memory.

To play the sound, use the Play( ) function. You will need to provide the SoundIndex of the sound effect:

int channel = HtAudio::instance.Play(explosionSI);

The integer "channel" may not be needed. When a sound affect plays, it is given another number to indicate what "channel" it is playing on. The same sound might be playing several times, on different channels. (For example an explosion sound might be playing three times during an intense bit of gameplay on channels 4, 6 and 7.) The "channel" allows you to stop a sound effect early, or to adjust the volume while it is playing. If you don't need to do that, there is no need to store the channel.

#### Looping sounds

Normally, sounds play once, then stop. You may want to ask a sound effect to play repeatedly. In this case, it is strongly recommended that you store the channel number. If not, you won't be able stop the sound. Ever. It will follow you around for the rest of your life. To make a sound loop, add the word "true" to the function call:

int engineChannel = HtAudio::instance.Play(engineSI, true);

(In fact, the sound will actually stop after playing several thousand times, but this is usually not relevant. In fact, SDL has the ability to make a sound repeat a set number of times. I have not implemented that in the engine, but it would be trivial to include.)

#### Stopping sounds

If you want to stop a sound effect while it is playing, you need to use the channel number. This is particularly useful for looping sounds, but any sound can be stopped.

HtAudio::instance.Stop(engineChannel);

#### Loading and playing music

Music is a bit easier, as you don't have to deal with a SoundIndex or channel. You can load music with LoadMusic(). Play it with PlayMusic( ) and stop it with StopMusic( ). You can also pause music and resume from the same point using PauseMusic( ) and ResumeMusic( ).

#### Adjusting volume

There are three ways to set a sound volume: master volume, by sound or by channel. They combine, so if they are all set to 0.5, the sound will play at 0.5 x 0.5 x 0.5 = 0.125. The system volume setting will also affect this. The volume can be set from 0 (silent) to 1.0 (full volume). If you go outside these values, it won’t cause any problems- the functions will just raise the number to 0 or drop it to 1.0.

Master volume : Use SetMasterVolume(double volume)

This will set the volume for all sounds but WILL NOT affect sounds already playing and WILL NOT affect music.

Sound volume: Use SetSoundVolume(SoundIndex sound, double volume) and provide the sound index of the sound. This will set the future volume of the sound whenever it is played. It WILL NOT affect sounds currently playing.

Channel volume: SetChannelVolume(int channel, double volume) Provide the channel number. This is the tool to use for sounds that are already playing. It is particularly useful for looping sounds.

Music volume is completely independent of this. Just use SetMusicVolume(double volume). This will affect both music that is already playing and music that is yet to be started.

#### Panning

Making the sound pan left and right is similar to setting volume. It can only be done for a channel. Set a number from -1.0 (full in left speaker) to 1.0 (full in right speaker). The functions clamp the number if you provide a number larger than 1.0 or smaller than -1.0.

#### Releasing sounds

Normally, you can leave sounds in memory, and they will be released when HtAudio shuts down at the end of the program. If you have a lot of large sounds, you may need to release them when they are no longer needed, to free up memory. If you need this, you can release ALL sounds using ReleaseAllSounds( ) or release a specific sound using ReleaseSound( ).

### HtKeyboard

HtKeyboard allows the game to get input from a keyboard. It might or might not make an on-screen keyboard appear if you don’t have a physical keyboard. I have not tested that.

The system can poll the current state of keys, support a keyboard listener and can track typed messages.

HtKeyboard is a singleton and functions can be accessed using HtKeyboard::instance. For example:

bool hit = HtKeyboard::instance.KeyPressed(SDL\_SCANCODE\_SPACE);

#### Polling

You can check if a specific key is currently up or down using KeyPressed. You will need to provide a “scancode” for the key. Examples are:

SDL\_SCANCODE\_0

SDL\_SCANCODE\_F1

SDL\_SCANCODE\_A

SDL\_SCANCODE\_ESCAPE

SDL\_SCANCODE\_LSHIFT

See the header file for more examples.

If you want to know if a key has been pressed for the first time on this frame, use NewKeyPressed() .

#### Typed messages

You can allow the user to type a message using several keys. This could be useful for entering data into text fields, using console commands, key combos or cheat codes. Note that the system will not display the keys strokes – you will need to do that using HtGraphics.

To start text input (for example when the user clicks on a text box), use:

HtKeyboard::instance.StartTextInput();

To find out what the user has typed so far (for example, to display it on the screen) use:

HtKeyboard::instance.PeekTextInput();

To stop text input use:

HtKeyboard::instance.StopTextInput();

This will also return the text typed.

The system does not support complicated text composition such as backspaces or pasting.

#### Keyboard listener

The above systems use polling. I.e. you will be checking the key pressed every frame. Alternatively, you can create a HtKeyboardListener to receive key events. Any class can be made a keyboard listener by inheriting from HtKeyboardListener. For example:

class Spaceship : public IHtKeyboardListener

{

That class will need to implement the functions:

void HandleKeyboardEvent(const SDL\_Scancode& SDLkey,

KeyboardEventType keyboardEventType)

These will be called when a key is pressed (or released).

Once creating the class, you will also need to register an object of that class with HtKeyboard. This could be done in the object’s constructor for example:

Spaceship()

{

HtKeyboard::instance.RegisterKeyboardListener(this);

}

At the moment, HtKeyboard will only track a single MouseListener object. This would be fairly easy to change if you want to fiddle with the code.

### HtMouse

HtMouse gives information about mouse position, movement and mouse buttons. It supports three axes: left/right, up/down and mouse wheel forwards/backwards. It supports up to three buttons: Left, right, and middle.

HtMouse is a singleton and functions can be accessed using HtMouse::instance. For example:

Vector2D mousePos = HtMouse::instance.GetPointerWorldPosition();

#### Mouse position and movement

HtMouse uses the system mouse pointer, but it actually has three positions, depending on whether you are thinking about the native mouse position, the screen position or the world position.

* Native position. This is the position of the mouse pointer as far as the operating system is concerned. Normally (0,0) is the top left and the Y-axis goes DOWNWARDS. The maximum values of X and Y depend on the screen resolution. You probably won’t use this much, as the rest of the Hornet system does not use these native coordinates. You can get the values by using GetPointerPositionX() and GetPointerPositionY() . Also GetPointerPositionZ() for the mouse wheel.
* Screen position. This is the position of the mouse pointer using the screen coordinates in Hornet. (0,0) is the middle of the screen, and the Y-axis goes upwards for positive movements. The top of the screen is Y=1000. The bottom of the screen is Y=-1000. The X limits depend on the screen aspect ratio, but are usually about +-1775 for a wide-screen monitor. You can get this position using GetPointerScreenPosition(), which returns a Vector2D. This is mainly useful when you want to click on HUD elements.
* World position. This is the position of the mouse pointer using the world coordinates in Hornet. Using the HtCamera, you can move the viewport around a game world. You can get find the position of the mouse in the world using GetPointerWorldPosition(), which returns a Vector2D. This is mainly useful when you want to click on in-game elements. If you have not moved the camera, the world position will be identical to the screen position.

It is possible to force the mouse pointer to any position, using SetPointerPosition, SetPointerScreenPosition or SetPointerWorldPosition.

#### Mouse clicks

You can determine if any of the mouse buttons are up or down using IsMouseDown . You will need to specify which mouse button, using HtMouseButton::LEFT, HtMouseButton::RIGHT or HtMouseButton::MIDDLE. The function will return true if the button is down, or false if it is up.

Often, you want to know if a mouse button has been clicked for the first time. Use the function IsNewMouseDown for this.

#### Mouse movement

If you want to know how much the mouse has moved this frame, rather than where it is, use GetMouseMoveX(), GetMouseMoveY() and GetMouseMoveZ(). These return the movement in native units, so moving the mouse forwards is an upwards movement, giving a negative movement. This is useful when you want to use the mouse to control something, without a visible cursor (like a virtual joystick), as the mouse movement is not limited by the edges of the screen.

There is an issue here. If you move the pointer to the edge of the screen and try to move the pointer beyond it, you won’t get a mouseMove in that direction. The move will be zero. However, if the mouse pointer is invisible (see below), you will get a movement in this case. This is useful if, for example, you are using the mouse as a joystick or a camera control. You can move the mouse as far as you want and still get movement in the code, without being limited by the size of the screen.

#### Mouse appearance

The mouse pointer will use the system pointer. You can hide or show the pointer using SetPointerVisiblity(). If you want a custom pointer, there are two options. One is to persuade the operating system to use a different pointer image. This will be system-dependent. The other way is to simply hide the mouse pointer and draw an image in the right location using HtGraphics::instance.DrawAt().

#### Mouse listener

The above systems use polling. I.e. you will be checking the mouse position every frame. Alternatively, you can create a HtMouseListener to receive mouse events. Any class can be made a mouse listener by inheriting from HtMouseListener. For example:

class Spaceship : public IHtMouseListener

{

That class will need to implement the two functions:

void HandleMouseMove(int x, int y, int z);

void HandleMouseButtonEvent(HtMouseButton button, bool down);

These will be called when the mouse moves or when a button is clicked (or released).

Once creating the class, you will also need to register an object of that class with HtMouse. This could be done in the object’s constructor for example:

Spaceship()

{

HtMouse::instance.RegisterMouseListener(this);

}

At the moment, HtMouse will only track a single MouseListener object. This would be fairly easy to change if you want to fiddle with the code.

The HandleMouseMove function received native x,y,z movement values, which may not be useful. However, you can use the function to be informed that a movement has happened and just use HtMouse::instance.GetPointerScreenPosition() to find out where the pointer actually is.

### HtGameController

HtGameController is a class that receives information from a game controller device, such as a joystick or joypad. It can handle any number of axes or buttons.

HtGameController is a singleton and functions can be accessed using HtGameController::instance. For example:

double up = HtGameController::instance.GetAxis(1);

#### Polling axes

Controllers have at least two axes, but usually more. Each axis has a number 0,1,2,3 etc. 0 is normally the X axis and 1 is the Y axis. To get the current position of any axis, use GetAxis( ) and specify the axis number. This returns a number from -127 to +128, with 0 as the centre. Note than many devices have a “dead zone” at the centre, so being close to the centre will still give 0.

For convenience, there are also functions GetXAxis(), GetYAxis() and GetZAxis()

#### Polling buttons

Controllers have many buttons, numbered 0,1,2,3 etc. You can get the current state of any button using IsButtonDown( ) **.** Provide the button number. It will return true if the button is currently down. If you want to know if a button has been pressed for the first time this frame, use IsNewButtonDown() in the same way. Note that “buttons” like shoulder buttons with a range of movement are actually treated as axes. In some controllers, they might be both on/off buttons and axes.

There is no listener system for joypad events. For a game controller, simple polling is usually easier.

#### Multiple controllers

The user may have more than one controller (or none). You can set the current controller using SetCurrentController(int number) . The “number” will be 0,1,2, etc. If there is only one controller, the number should be zero. This is the default controller.

#### Getting information

There are various functions to get information about controllers:

GetNumAxes() - Returns the number of axes on the current controller.

GetControllerName() - Returns the name of the current controller

GetNumButtons() – Returns the number of buttons on the current controller

IsControllerAvailable() – Returns true if a controller is active. If this is false, you may have no controller connected or have tried to set a non-existent controller.

GetNumControllers() – Returns the number of controllers currently connected.

### HtUnifiedInput

This is a system that combines inputs from Keyboard, Mouse and GameController, and allows the player to reconfigure controls easily from the menu. When I get round to writing it, it will be amazing.

### HornetMenus

You don’t need to make any changes to HornetMenus. However, you may want to customise the appearance or change the sound effects. The sound effects are loaded at the bottom of Initialise( ). To change the appearance of the menus, look at UpdateMain() and UpdatePause(). Remember that the Credits menu takes the data directly from the credits.txt file.

If your program takes a while to load assets, you may notice a “Loading” screen. If you want to customize it, look at DisplayLoadScreen(). Making an animated load screen will be more difficult. You will either need to draw at intervals while you are loading the files, or you would have to start messing with threads. Either way, you will not be using the DisplayLoadScreen( ) function and will make your own.

The whole menu system is currently a bit hacky. I’ll refactor it when I get time.

### HornetApp

This manages the main loop. There is no need to mess with this code unless you want to do something really clever. There are some constants at the top of HornetApp which you might want to edit if you use a different folder structure. The constant APPNAME is the name of your program. It appears on the main menu and on the window title (which is normally invisible anyway.)

### Settings

The Settings singleton class provides a basic way to save and load settings. It will be automatically loaded at the start of the program and saved at the end. At any time, you can use Settings::instance to read and change settings. You can also add new settings. Each setting requires a name and a value. Each value should be either a string or a floating-point number. (You can simply use casts to use integers or Boolean values.) The settings will be stored in the working directory, with filename settings.dat. This can be manually edited. To read the value of one of the settings use the member function GetStringValue(string name) or GetNumberValue(string name) . For example, if you have a setting called “maxspeed”, you can load this using

int speed = Settings::instance.GetNumberValue(“maxspeed”);

The name of each setting is case sensitive and should not contain whitespace. In Debug configuration, the system creates an entry in the error log if you request a setting that does not exist.

To change a setting use SetValue(string name, string value) or the overload SetValue(string name, double value).

You can also use the same member functions to create a new setting, with a new name. It will be saved at the end of the game, along with the other settings.

There are functions to load, save and clear the settings, but these are used already by the engine, and you should not need to call them manually.

It will be inefficient to read the value of settings on each frame. It is best to read the value when the game starts and store this in a suitable variable.

### Angle

This is a class to manage an angle. It is just a wrapper for a double, but restricts the value to the range [0,360). It supports basic mathematical functions and free casting to and from doubles. The main value is to return the shortest angle difference between two angles using the function Difference( Angle other ).

### GameObject

The GameObject is an abstract superclass for concrete game objects. The class supports:

* File loading. The member function LoadImage can be called to load one or more files. It can be called multiple times to load several files, supporting animation.
* Rendering. The default Render function will draw the file image, using protected variables m\_position, m\_scale, m\_angle, m\_transparency, m\_imageNumber.
* Update. The abstract Update( ) function should be overloaded in the concrete subclass.
* Collision. Override GetCollisionShape() to specify the collision area of the object. Override ProcessCollision() to specify collision behaviour. For collision to be detected, m\_collidable should be set to true in the constructor, before calling Lock().
* Type. Each GameObject has a constant TYPE which is specified in the objecttypes.h file. If a type is not specified at object creation, the type will be “UNKNOWN”.
* EventHandling. Objects can receive Event objects with the HandleEvent( ) function. For events to be received, m\_handleEvents should be set to true in the constructor, before calling Lock().
* Multiple scenes. When an object is created, it can be assigned to a “scene number” before being added to the ObjectManager. The default is 0. Objects with a scene number that does not match the current scene will not update, render, or collide. Objects will still receive event messages if they are not in the current scene.
* Automatic destruction. On object will be destroyed by the ObjectManager at the end of the frame if m\_active is false.
* Debugging. If the program is compiled to a Debug configuration, objects can report Debug information in the RenderDebug function. You can override this, but should call GameObject::RenderDebug( ) at the start of your own function. Report debug information using AddDebugLine ( ).

### ObjectManager

The ObjectManager manages a list of GameObjects. Each frame, all objects in the current scene will update, render and check for collisions. At the end of the frame, all objects that are not active (m\_active == false) will be deleted. Events sent to the ObjectManager (using HandleEvent) will be passed to all GameObjects that have registered for events.

If the program is compiled to a Debug configuration, the system will allow the user to view runtime debugging information for a selected object. This can be activayted and deactivated with the HOME and END keys. The currently selected object can be cycled with PAGEUP and PAGEDOWN. The program can be made to run very slowly using INSERT.

### Event

Event is used to send and receive event messages. For each event, specify:

* pSource: A pointer to the GameObject sending the event.
* type: The type of event. Possible values are specified in event.h
* Vector2D: The location of the event, if relevant.
* Data1 and Data2 – Allow for additional data if needed.

## Memory Leaks Detected

If you run the program in DEBUG configuration using Visual Studio, you may get told that there are memory leaks. This means you messed up. Messages could appear in various places:
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In the error.log file:
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In Visual Studio’s output window:
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You will usually get an alert in all three places.

This usually means that somewhere you have used “new” without using “delete”. Check standard texts on C++ for information about memory leaks, or consult your tutor who should have taught you better.

It can be difficult to find the cause of memory leaks, which is why it is best to deal with them as soon as they appear. If you just wrote five lines of code and the message started to appear then the problem is (probably) in those five lines of code. If you have just written two hundred lines of code, then you have a problem.

The dump that appears in Visual Studio’s output window may help a bit. Mainly it tells you the size of each memory leak. In the image above, the first memory leak is four bytes long, so it may be an integer. The second one is 16 bytes long. Perhaps an object that contains two doubles? Such as a Vector2D? Or maybe an object that contains four integers? Such as a Colour? Programmers love a mystery, especially at 2am with a deadline.

However, there is an issue. SDL2 creates some memory leaks. This is unavoidable, as SDL2 loads other libraries, such as DirectX and OpenGL. These packages often leave small memory leaks on initialisation and shutdown. These leaks will (probably) not trigger the “Detected Memory Leaks” message but may appear in the dump. The leaks that are listed first in the dump are (probably) your fault. Later ones are (probably) not.

1. Yes, I’m English. I think an ass is a donkey. [↑](#footnote-ref-1)